“It runs slow and crashes often”: Exploring engineering students’ software literacy of CAD software
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Structured Abstract

BACKGROUND
This paper reports on findings from a two-year funded research project exploring ‘software literacy’ - how it is understood, developed and applied in tertiary teaching-learning contexts and how this understanding serves new learning. We define software literacy as involving the expertise in understanding, applying, problem solving and critiquing software in pursuit of particular learning and professional goals. Although concepts such as computer literacy, information literacy, digital literacy, digital information literacy and related terms have been well discussed, these do not go far enough in focusing on lecturer and student critique of a particular software; critique in terms of its affordances and constraints and how these shape the way knowledge within a discipline is communicated to impact on student learning. Developing the ability to critique constitutes an essential characterisation of a 21st century learner. In this paper, we report on a case study of a tertiary engineering course in a New Zealand university where the focus is on the learning and application of a 3-dimensional computer-aided design (3D CAD) software, SolidWorks, as a focus for exploring student understandings of software literacy.

PURPOSE
The research question guiding this study is: What understandings of disciplinary-specific software do students consider they learnt as part of their Engineering tertiary coursework?

DESIGN/METHOD
A qualitative interpretive methodology was adopted in this case study of a second year Engineering course focused on engineering design and process ideas. Data collected included student focus group interviews, an online student survey and lab observations of students’ SolidWorks learning. A constant comparison inductive approach to data analysis was adopted to identify emergent themes from the data.

RESULTS
The preliminary findings suggest a majority of students considered themselves to be confident and comfortable in engaging with new technologies, expressed a preference for a range of formal and informal strategies when learning about SolidWorks and developed a rudimentary awareness of its related affordances and constraints that impacted on their learning. Significant variations however exist in students' ability to comprehend, learn and apply SolidWorks in their coursework. While most students developed some level of competency in the software, students as a whole tended to fall short in their ability to critique the ways the software shaped their understanding of disciplinary knowledge.

CONCLUSIONS
These findings illustrate the complexities and challenges of SolidWorks teaching and learning and imply a need for lecturers and course designers to give thoughtful consideration to support students’ gaining the appropriate understanding of the affordances of the software and the disciplinary principles on which the software is premised. A case can also be made for a more formal recognition of software literacy as a means to empower students to more critically engage with software and its use.
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Introduction

All forms of learning especially at the tertiary level are increasingly embedded within, informed by and inevitably shaped by software. This assumption is the basis of a two-year research project funded by the Teaching and Learning Research Imitative (2013-2014) exploring the significance of software literacy in tertiary teaching and learning. The overarching goal of the project is to ascertain how lecturers and students learn, understand and take up the use of different kinds of software, and the implications of this for their teaching and learning practice.

In this paper, we report on a case study of a tertiary engineering course in a New Zealand university where the focus is on the learning and application of a 3-dimensional computer-aided design (3D CAD) software, SolidWorks, as a focus for exploring student understandings of software literacy. Previous studies have found support for the ways different digital technologies can significantly shape how and what millennial engineers learn (Johri, Teo, Lo, Dufour, & Schram, 2014). This has however not been investigated in the New Zealand context.

Software literacy as an emerging field

Software studies, a research paradigm championed by Manovich and others (Manovich, 2013), insists that ‘software’, operating at the levels of individual applications, platforms and infrastructures, is the dominant cultural technology of our time, an actor integral to many of the social, political and economic practices within contemporary society. Software users hence need to develop a critical awareness of how software operates to contextualise and frame their agency through the logics embedded within programming code. Within this paradigm, there is a vital need for detailed empirical research into how software is understood, interpreted, and actually performed by individuals and groups in specific contexts.

We define software literacy as involving the expertise in understanding, applying, problem solving and critiquing software in pursuit of particular learning and professional goals. Our notion of software literacy is a practice-based schema which anticipates that users can scaffold from acquiring basic skills in using an application, to appreciating its affordances, and then on to develop an understanding of how software operates to frame knowledge and knowledge generation, and communication and creativity within disciplinary practices. We view software literacy as encompassing three specific levels of capabilities:

a. a basic functional skill level, enabling the use of a particular application in order to complete a specific set of tasks;

b. an ability to independently problem solve issues faced when using an application for familiar tasks (which includes the ability to draw upon various resources to help solve difficulties); and, ultimately,

c. the ability to critique the application, including being able to apply a similar analysis to a range of software designed for similar purposes - enabling the informed selection of applications and more ‘empowered’ new software learning.

In these terms, the most critically literate users can develop the ability to identify the affordances of particular software tools and are able to apply and extend their knowledge and use of these and other software tools to a range of new and different purposes and contexts. Ideally, we envisage software literate users being able to recognise, assess and critique the nature and implications of a variety of forms of software within everyday life. Users may acquire software literacies through a combination of any number of means; through trial and error, learning informally, or training in a more formal or structured way. We assume most people develop proficiency with ubiquitous software packages informally.
through everyday engagement. Tertiary students are assumed to be able to translate these knowledge and skills into formal settings to complete learning tasks.

We argue that that there is a need to revisit and revise concepts such as information literacy, digital literacy, and related terms (Hegarty et al., 2010; Livingstone et al., 2013) as these do not go far enough in focusing on how lecturers and students engage with specific software applications and its implications for student learning. We argue for the need to differentiate between distinct literacies relevant to specific technologies, and to examine the nature of student critique and decision making around which tools might best serve their learning purposes.

Labels such as digital natives claim to describe the characteristics of a new generation of learners, capable of operating at 'twitch speed' and able to multitask, imagine, and visualize while communicating in multiple modalities (Prensky, 2001). This term tends to conflate a basic skill with new technologies with broader forms of understanding and the ability to critique aspects of technology-based cultures. We need to unpack this set of assumptions to more carefully identify the range of skills and other literacies that today's students do (and do not) bring to their tertiary learning. There is emerging evidence that although this generation may be technologically competent, many still lack basic literacies needed to successfully apply software embedded and enabled technologies effectively to enhance their learning (Kvavik, 2005). A crucial question here is whether, in an environment of universal access to digital tools, the digital divide is being reconfigured as inequalities in software literacy. Recent research indicates that inequalities and marginalisation persist around students’ access to, and use of information and knowledge (Bennett, Maton, & Kervin, 2008). Digital inequality is not restricted to just the issue of physical access to software and hardware (Selwyn & Facer, 2007), and given the various forms of investment required in the adoption of ICTs in the tertiary sector, it is imperative to understand how to close the participatory gap for students and ensure that technology is equitably and effectively used (Jenkins, Clinton, Purushotma, Robison, & Weigel, 2006). No studies to date that we know of raise the role of student understanding of how software and its affordances influences knowledge generation and critique, or the influence of formal and informal learning in relation to software.

Research Context

In this paper, we explore the relationship between student success in acquiring software literacy (as demonstrated through their learning of SolidWorks) and their broader engagement and understanding of knowledge about engineering as a discipline. The research question guiding this case study is: What understandings of disciplinary-specific software do students consider they learnt as part of their Engineering tertiary coursework?

The case studied engineering course is a second year course introducing students to the broad principles of engineering design process and methodology. It caters primarily for students majoring in the Mechanical and Electronic Engineering streams. A significant proportion of the course assessment requires students to use SolidWorks to effectively implement engineering design principles. SolidWorks is considered an integral component of modern engineering and is widely used in industry.

Building from an introductory experience to SolidWorks in their first year coursework, the course offered a more detailed discussion of and exploration into SolidWorks learning by grounding its use in real-life engineering design applications and contexts. Students attend lectures and engage in the design principles, process and project management through examining and discussing case studies of designs. They also attend 5 two hour weekly supervised computer lab time (workshops) where they are provided with tasks to help them acquire further proficiency with SolidWorks and work on individual assignments. Students were also required to participate in a group design project and presentation as a demonstration of their SolidWorks supported design understanding and application. They can, however, opt to learn SolidWorks at home and install it on their own computers or use
the lab in their own time. In this study, we focus on students’ views on their learning of SolidWorks as part of their coursework.

A qualitative interpretive methodology framed the research design and conduct of the study (Maykut & Morehouse, 1994). Data collected included student focus group interviews (6 students), an online student survey (67 students out of approximately 140 students) and lab observations of students’ SolidWorks learning. Analysis of the data was underpinned by sociocultural theory which directed attention to the interaction between people, the tools they used to achieve particular purposes and the settings in which the interactions occur. A constant comparison inductive approach to data analysis was adopted to identify emergent themes from the data (Lincoln & Guba, 1985). The project received human ethical approval and all participants participated on a voluntary basis.

Findings

Four key themes emerged from investigating students’ perspectives about student learning of software: 1) their general comfort level in engaging with technology; 2) students’ overall preference for and/or reliance on informal learning strategies in learning to use SolidWorks; 3) their understanding of core affordances and constraints of SolidWorks; and, 4) a relative absence of critical software literacy among our participants.

1. Student comfort level with technologies

When asked about their general views towards adopting technologies, 43% of first-year students indicated they usually use new technologies when most of their friends do, 31% reported liking new technologies and using them before most people they know do, and another 10% indicated they love new technologies and are among the early adopters to use them. These results highlight therefore that a majority of students (84%) consider themselves early or quite early adopters of new technologies and are comfortable in engaging with new technologies.

2. Student preference for informal learning strategies in acquiring software skills

Students drew mostly from informal formal learning resources when learning to use SolidWorks. When asked to rank strategies most useful to their learning, the top three strategies ranked as most useful (Rank 1) were ‘asking the course lecturer’ (40%), followed by ‘going online to refer to the Internet for instructions’ (12%) and ‘referring to the course or lab notes’ (10%) (see Table 1). The top three strategies student ranked as the second most useful in their SolidWorks learning (Rank 2) were ‘asking a friend’ (24%), ‘referring to the course or lab notes’ (21%) and ‘reading a manual of the software’ (16%). Finally the top three strategies that were ranked as third most useful in students SolidWorks learning (Rank 3) were watching someone use the software (16%), discovering through trial and error (16%), and finally going online to watch video tutorials (15%). Overall, apart from asking the course lecturer, the reported strategies tend to draw from more informal resources that occurred outside of course or lab hours.

<table>
<thead>
<tr>
<th>Table 1. Ranking of strategies useful in SolidWorks learning</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rank 1</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>Rank 2</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
</tbody>
</table>
Additionally, 76% of the participants reported installing SolidWorks on their own computers or laptops in order to be able to practice and use the software for their coursework. In focus groups, students reported drawing from a variety of resources to help them learn to use SolidWorks at their own pace. These include going through the SolidWorks in-built tutorials, sometimes drawing upon 'more expert' peers, practising through using their intuition and trial and error, as well as using online materials such as YouTube instruction videos (which notably involved developing an expertise in finding instructional material suited to 'their level'). An example of student drawing from more expert peers is:

'I've been working next to a fourth year I'm friends with and he's looked at my work and gone, 'whoa, dude, hold on - let me show you how to do this' and he's stepped in and shown me a whole bunch of stuff.

These students faced with learning more complicated discipline-specific software such as SolidWorks recognised that it demanded a greater investment in time to learn:

_Cause there's so many tiny little individual parts about understanding SolidWorks that you get past a certain point and suddenly you don't know how to mirror a three-dimensional part (for example)._

_SolidWorks has a learning curve which can make things harder to do._

3. Student understanding of software affordances

Students demonstrated a basic level of familiarity with SolidWorks and easily identified its key affordances and constraints. For example, when asked their views on how SolidWorks affords their addressing of engineering design issues, students indicated it allowed them to rotate and manipulate different views of their drawings (81%), and to easily modify their drawings (79%) (see Table 2).

**Table 2. SolidWorks’ Affordances in Addressing Engineering Problems**

<table>
<thead>
<tr>
<th>Affordance</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Allows me to rotate /manipulate different angles or views of my drawings</td>
<td>81%</td>
</tr>
<tr>
<td>Allows me to easily modify my drawings</td>
<td>79%</td>
</tr>
<tr>
<td>Allows me to draw an object to see what it looks like (or to share with</td>
<td>78%</td>
</tr>
<tr>
<td>others my drawing so they know what I mean)</td>
<td></td>
</tr>
<tr>
<td>Helps me design and draw things before building them</td>
<td>78%</td>
</tr>
<tr>
<td>Helps me visualise a solution that was in my mind in 3D format</td>
<td>75%</td>
</tr>
<tr>
<td>Helps to add details to my drawings so that they could be manufactured from</td>
<td>61%</td>
</tr>
<tr>
<td>Helps me explore effects of changes to measurements in my drawings</td>
<td>54%</td>
</tr>
</tbody>
</table>

Additional responses alluded to the ways SolidWorks facilitates being able to “communicate my ideas” and to specify “properties of objects required, e.g. volume, weight” for further exploration. Another 19% of students reported using a range of software that had similar
features to SolidWorks such as ProEngineer, AutoCAD, Star CCM+, Autodesk Inventor and TurboCAD. They were able to comment on the similarities between these and SolidWorks in terms of their function. Similar features between these different software were also noted such as “They have logical icons” and they have “sketch planes, extrudes, features, main interface.”

Interestingly, just over half (54%) of these students were able to elaborate on the benefits of using these other similar software prior to their learning SolidWorks. These ranged from how the different software provided them with the “basic skills and familiarity” in using CAD and “how software works in general” including more shared technical understanding of “reference geometry” and so forth.

Over 28% of our participants also identified the main constraints of SolidWorks in relation to issues to do with:

1) accessing the software (e.g. affordability, unable to install on their personal laptops, incompatibility in opening saved files on other computers),
2) learning to use the software: “It runs slow and crashes often”,
3) using particular features of the software such as, “The menus are too large, it makes it hard to find the tool you are looking for”, “Can't find certain things e.g. chamfer”, “Unable to mirror 3D sketches”, “Moving a shape along a plane; use a plane as reference”, “Change things late in design”, “Move my gears after I add one assembly file to another”, and “Changing 2D to 3D drawing”.

The focus group participants confirmed that SolidWorks was a complicated discipline-specific software which they were not familiar with prior to tertiary study:

It's entry level for us, it's [SolidWorks is] super complicated - we should be learning it at that lower level, then advancing later on; or it should be a paper unto itself, because it makes the rest of the paper so difficult.

As a result, students were less likely to identify themselves as 'highly proficient' or 'expert' in using SolidWorks at the completion of their course.

4. Relative absence of critical literacy among students

Students reported shifting in their ability to use SolidWorks after learning and using it in the course. Just over half of the students (52%) reported needing help to use the software initially before attending the course. This impressively decreased to 2% at the end of the course. Also there was an increase from 39% to 45% of students who felt they now have the basic skills to use SolidWorks after learning about it in the course (see Table 3). Another 37% of students thought they were able to troubleshoot problems faced in using the software, an increase from 6% at the beginning of the course. Gains in these two levels (basic skills and troubleshooting ability) correspond to the first two levels of our software literacy schema. However by the end of the course, only 16% thought they could apply their skills to a wide range of tasks, an indication of a lack in achieving the third level of our software schema.
Table 3. Student assessment of their ability to use SolidWorks

<table>
<thead>
<tr>
<th></th>
<th>How good were you in using SolidWorks before enrolling in this paper?</th>
<th>After learning about and using SolidWorks in this paper, how good would you rate yourself at using it?</th>
</tr>
</thead>
<tbody>
<tr>
<td>I would need some help to use this software</td>
<td>52%</td>
<td>2%</td>
</tr>
<tr>
<td>I have the basic skills to use this software</td>
<td>39%</td>
<td>45%</td>
</tr>
<tr>
<td>I can troubleshoot problems when using this software</td>
<td>6%</td>
<td>37%</td>
</tr>
<tr>
<td>I can apply this software to a wide range of tasks</td>
<td>3%</td>
<td>16%</td>
</tr>
</tbody>
</table>

Despite of this, 27% of students reported using SolidWorks outside of their formal coursework for a range of professional or recreational purposes. Some examples include:

I have many sketches which I have a hard time imagining in 3D therefore I use SolidWorks to give me a more detailed version of what I have imagined.

Very few students however discussed how SolidWorks shaped their disciplinary knowledge (a key part of software literacy). In the focus group, three students alluded to this by noting the need to be taught the overarching principles in terms of Engineering design as well as CAD conventions can guide their SolidWorks use and enhance their understanding of the potential of the software:

I think what would be cool is if we had case studies or something; just some problems in class we could work through, the teacher could go through, like, 'this is something that you may encounter while you're doing CAD, this is how we've gone about it, you could do it your way but this is the procedure we've used …

Discussion and Conclusion

Our study aimed to address the extent tertiary students are critically aware of how discipline specific software such as SolidWorks in this case, can impact their learning as a demonstration of their emerging software literacy. Our participants were generally comfortable with engaging with new technologies, identifying themselves as early to quite early adopters of technologies (84%). They reported a range of learning strategies (mostly informal apart from asking the course lecturer) and a preference for a variety of resources to draw from at their own pace when acquiring the skills to use SolidWorks. These include referring to the Internet, asking more expert peers, referring to notes and so forth. Both these findings support assumptions in the ‘digital natives’ label (Prensky, 2001). Further, students could successfully identify the affordances and constraints of SolidWorks use and similar functions and features of other CAD software which provided them with skills they could transfer to their SolidWorks learning. Students reported an increase in their basic and troubleshooting skills at the end of the course which signalled their growing understanding and use of the software corresponding to the first two levels of our software literacy schema.

However, student critique of how SolidWorks might shape their disciplinary knowledge was surprisingly superficial (In our terms, there was a clear absence of the third level of software literacy). This was largely due to the perception that SolidWorks was a complicated software to learn, one involving a steep learning curve. Although students use SolidWorks for
recreational purposes outside of their formal coursework (27%), only a minority of participants (16%) thought they could successfully apply their CAD skills to a wide range of tasks.

These findings have implications for tertiary teaching and learning. Firstly, teaching and learning of courses involving a focus on software can be informed by and take advantage of students’ informal repertoire of learning strategies. As CAD is a complicated software to learn, lecturers will need to provide the time, carefully plan and scaffold student learning (Akasah & Alias, 2010). Offering access to a variety of support and resources (online and paper based including expert peers/senior students) can cater to students’ different learning preferences and ways of learning software (Khoo, Johnson, Torrens, Fulton, 2011).

Secondly, explicit reference to the guiding principles and conventions of engineering design principles and how these might be implemented through CAD even before students explore specific features of the software can help students better understand the fundamental functions of the software as well as its potential. Our previous work in CAD learning illustrated the potential of SolidWorks in scaffolding students’ emergent visual spatial thinking and conceptual understanding (Johnson, Khoo, Cowie, De Lange, Torrens, 2011). There was however a need to recognise students’ varying levels of background conceptual knowledge, experiences, and learning preferences in the course design and instruction (Khoo, Johnson, Torrens, Fulton, 2011). Discussing the overarching principles and making explicit links to CAD teaching and learning would be helpful in grounding student understanding of engineering design and the software tools supportive of the process.

Next, students’ superficial critique of SolidWorks revealed that critical awareness does not necessarily develop naturally as a result of use of a software, rather it needs to be prompted and/ or explicitly taught. Lecturer prompting/explicit modelling the critique of software including pointing out the big ideas/ principles of CAD use can help students develop similar awareness and capacities to be more critically aware of their software use.

The next phase of the study will follow up and track the extent these students are able transfer and apply or adapt their software literacy associated with SolidWorks in the workplace setting as a more contextualised example of software use. This will provide valuable insights into ways to better support students learning with and through software as part of their tertiary Engineering experience.
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